CONSTRUCTORS & DESTRUCTORS SOLVED

**DELHI 2008**

**2.b)**Answer the questions (i) and (ii) after going through the following program:

2

#include <iostream.h>  
#include<string.h>  
class bazaar  
{ char Type[20] ;  
char product [20];  
int qty ;  
float price ;  
bazaar()  
//function 1  
{ strcpy (type , “Electronic”) ;  
strcpy (product , “calculator”);  
qty=10;  
price=225;  
}  
public :  
void Disp() //function 2  
{ cout<< type <<”-”<<product<<”:” <<qty<< “@” << price << endl ;  
}  
};  
void main ()  
{ Bazaar B ; //statement 1  
B. disp() ; //statement 2  
}

**(i)** Will statement 1 initialize all the data members for object B with the values given in the function 1 ? (YES OR NO). Justify your answer suggesting thecorrection(s) to be made in the above code.

**Ans:**No. The reason is the constructor should be defined under the public visibility label.

**(ii)** What shall be the possible output when the program gets executed ? (Assuming, if required \_ the suggested correction(s) are made in the program).

**Ans:** Possible Output:

**Electronic–Calculator:10@225**

**2.c)** Define a class Garments in c++ with following descriptions.

4

**private members :**

GCode    of type string  
GType     of type string  
Gsize      of type intiger  
Gfabric   of type istring  
Gprice    of type float

A function Assign() which calculate and the value of GPrice as follows.For the value of GFabric “COTTON” ,

**GType           GPrice(RS)**  
TROUSER   1300  
SHIRT           1100  
For GFabric other than “COTTON”, the above mentioned GPrice gets reduced by 10%

**public members:**  
A constructor to assign initial values of GCode,GType and GFabric with the a word “NOT ALLOTED”and Gsize and Gprice with 0.  
**A function Input ()** to the values of the data membersGCode, GType,Gsize and GFabric and invoke the Assign() function.  
**A function Display ()** which displays the content of all the data members for a garment.

#include<iostream.h>  
#include<string.h>  
#include<conio.h>  
#include<stdio.h>  
class Garments  
{ char GCode[21],GType[21];  
int Gsize;  
char Gfabric[21];  
float Gprice;  
void Assign( )  
{  
if(strcmp(strupr(Gfabric),"COTTON")==0)  
{ if(strcmp(strupr(GType),"TROUSER")==0)  
Gprice=1300;  
if(strcmp(strupr(GType),"SHIRT")==0)  
Gprice=1100;  
}  
else  
{if(strcmp(strupr(GType),"TROUSER")==0)  
Gprice=1300\*0.90;  
if(strcmp(strupr(GType),"SHIRT")==0)  
Gprice=1100\*0.90;  
} }  
public:  
Garments( )  
{  
strcpy(GCode,"NOT ALLOTED");  
strcpy(GType,"NOT ALLOTED");  
Gsize=0;  
strcpy(Gfabric,"NOT ALLOTED");  
Gprice=0;  
}  
void Input( )  
{ cout<<"\nEnter the Grament Code: ";  
gets(GCode);  
cout<<"\nEnter the Garment Type: ";  
gets(GType);  
cout<<"\nEnter the Garment Size: ";  
cin>>Gsize;  
cout<<"\nEnter the Garment Fabric: ";  
gets(Gfabric);  
Assign( );  
} void display( )  
{ cout<<"\nThe Garment Code: "<<GCode;cout<<"\nThe Garment Type: "<<GType;  
cout<<"\nThe Garment Size: "<<Gsize;  
cout<<"\nThe Garment Fabric: "<<Gfabric;  
cout<<"\nThe Garment Price: "<<Gprice;  
}  
};  
void main( )  
{ Garments G;  
G.Input( );  
G.display( ); }

**OUTSIDE DELHI 2008:**

**2.b)** Answer the questions (i) and (ii) after going through the following program:

#include<iostream.h>  
#include<string.h>  
class Retail  
{ char category[20];  
char item[20];  
int qty;  
float price;  
retail () //function 1  
{ strcpy (category, “cerial”);  
strcpy (Item, “Rice”);  
qty =100 ;  
price =25 ;  
}  
public;  
void show() //function 2  
{ cout << category <<”-“<< Item << “ :”<<Qty<<“@”<< price<<endl;  
}  
};  
void main()  
{ Retail R; //statement 1  
R. show (); //statement 2  
}

**(i)** will statement 1 initialize all the data members for objects R with the given in the function 1 ? (YES OR NO). Justify your Answer suggesting the corrections(s) to be made in the above code.

**Ans**:No. The reason is the constructor should be defined under the public visibility label.

**(ii)** What shall be the possible out put when the program gets executed ? (Assuming, if required the suggested correction(s) are made in the program)

**Ans:** Possible Output:

**cerial–Rice:100@25**

**2.c )** Define a class clothing in c++ with the following descriptions :

**private members :**

code         of type string  
type          of type string  
size          of type intiger  
material  of type string  
price        of type float

A function **calc\_price( )**which calculates and assigns the value of GPrice as follows ; For the value of material as “COTTON” :

**Type price (Rs)**

TROUSER  1500.  
SHIRT          1200.

for material other than “COTTON”, the above mentioned GPprice price gets reduced by 25%

**public members :**

* A constructor to assign initial values of code ,type and material with the word “NOT ASSIGNED “and size and price with 0.
* A function enter() to input the values of the data members code, type, size and material and invoke the caclPrice () function.
* A function show which displays the content of all the data members for a clothing.  
    
  #include<iostream.h>  
  #include<string.h>  
  #include<conio.h>  
  #include<stdio.h>  
  class clothing  
  { char Code[21],Type[21];  
  int size;  
  char material[21];  
  float price;  
  void calc\_price( )  
  {  
  if(strcmp(strupr(material),"COTTON")==0)  
  { if(strcmp(strupr(Type),"TROUSER")==0)  
  price=1500;  
  if(strcmp(strupr(Type),"SHIRT")==0)  
  price=1200;  
  }  
  else  
  { if(strcmp(strupr(Type),"TROUSER")==0)  
  price=1500\*0.75;  
  if(strcmp(strupr(Type),"SHIRT")==0)  
  price=1200\*0.75;  
  }  
  }  
  public:  
  clothing( )  
  { strcpy(Code,"NOT ALLOTED");  
  strcpy(Type,"NOT ALLOTED");  
  size=0;  
  strcpy(material,"NOT ALLOTED");  
  price=0;  
  }  
  void enter( )  
  { cout<<"\nEnter the Cloth Code: ";  
  gets(Code);  
  cout<<"\nEnter the Cloth Type: ";  
  gets(Type);  
  cout<<"\nEnter the Cloth Size: ";  
  cin>>size;  
  cout<<"\nEnter the cloth material:";  
  gets(material);  
  calc\_price( );  
  }  
  void show( )  
  { cout<<"\nThe Cloth Code: "<<Code;  
  cout<<"\nThe Cloth Type: "<<Type;cout<<"\nThe Cloth Size: "<<size;  
  cout<<"\nThe Cloth Material: “ <<material;  
  cout<<"\nThe Cloth Price: "<<price; } };  
  void main( )  
  { clothing C;  
  C.enter( );  
  C.show( );  
  }

**DELHI 2007:**

**2.a)**Differentiate between Constructor and Destructor function in context of lasses  
and Objects Using C++?

2

**Ans:**  
**Constructor:**A constructor is used to intitialize the objects of that class type with a legal initial value.If a class has a constructor,each object of that class will be initialized before any use is made of the object.

(A member function with the same name as its class is called Constructor and it  
is used to initialize the objects of that class type with a legal initial value. )

**Destructor:**A destructor is used to destroy the objects that have been created by a  
constructor. A destructor destroys the values of the object being destroyed.

**2.b)** Answer the question (i)and (ii)after going through the following class:

class Maths  
{ char Chapter[20]  
int Marks;  
public:  
Maths() //Member Function 1  
{ strcpy (Chapter, “Geometry”);  
Marks=10;  
cout <<”Chapter Initialised “;  
}  
-Maths() //Member Functions 2  
{ cout<<”Chapter Over”;  
}  
};

|  |  |
| --- | --- |
| **Constructor** | **Destructor** |
| **Purpose: Is used to intitialize the objects of that class type with a legal initial value** | Purpose: Is used to destroy the objects that have been created by a constructor |
| **Name: The name of the class** | Name:The name of the class preceded by a ~. |
| **Calling: It will be called automatically at the time of creation of the object. Ie Implicite calling** | Calling: It will be called automatically at the time of destruction of an object.Ie mplicite calling |
| **Return Type: No return type not even void** | Return Type: No return type not even void |

**(i)** Name the specific features of class shown by member Function 1 and Member Function 2 in the above example.

2

**Ans: Member function 1** is a (nonparameterized or default) constructor (, which will be executed automatically at the time of creation of an object of class Maths).  
**Member function 2** is a destructor(,which will be executed automatically at the time of destruction of an object of class Maths).

**(ii)** How would Member Function 1 and Member Function 2 get executed ?

**Ans:** They will be executed automatically. Member function 1 will be executed at the time of creation of an object of class Maths. Member function 2 will be executed at the time of destruction of an object of class Maths.

**2.c)** Define a class Tour in C++ with the description given below.

**Private Members:**

TCode           of type string  
No of Adults of type integer  
No of Kids    of type integer  
Kilometers   of type integer  
TotalFare      of type float

**Public Members:**

* A constructor to assign initial values as follows:

TCode with the word “NULL”  
No of Adults as 0  
No of Kids as 0  
Kilometers as 0  
TotalFare as 0

* A function AssignFare() whichcalculates and assigns the value of the data member Totalfare as follows For each Adult

|  |  |
| --- | --- |
| **Fare(Rs)** | For Kilometers |
| **500** | >=1000 |
| **300** | <1000 & >=500 |
| **200** | <500 |

For each Kid the above Fare will be 50% of the Fare mentioned in the above table

**For Example:**If Kilometers is 850, Noofadults =2 and NoofKids =3 Then TotalFare should be calculated as Numof Adults \*300+ NoofKids \*150 i.e., 2\*300+ 3 \*150 =1050

* A function EnterTour() to input the values of the data members TCode, NoofAdults, NoofKids and Kilometers ; and invoke the AssignFare() function.
* A function ShowTour() which displays the content of all the data members for a Tour.

4

**Ans:**

#include<conio.h>  
#include<stdio.h>  
#include<string.h>  
#include<iostream.h>  
class Tour  
{ char TCode[21];  
int NoofAdults,NoofKids,Kilometres;  
float TotalFare;  
public:  
Tour( )  
{ strcpy(TCode,"NULL");  
NoofAdults=NoofKids=Kilometres=TotalFare=0;  
}  
void AssignFare( )  
{ if(Kilometres>=1000)  
TotalFare=NoofAdults\*500+NoofKids\*250;  
else if(Kilometres>=500)  
TotalFare=NoofAdults\*300+NoofKids\*150;  
else  
TotalFare=NoofAdults\*200+NoofKids\*100;  
}  
void EnterTour( )  
{ cout<<"\nEnter the Tour Code: ";  
gets(TCode);  
cout<<"\nEnter the Number of Adults: ";  
cin>>NoofAdults;  
cout<<"\nEnter the Number of Kids: ";  
cin>>NoofKids;  
cout<<"\nEnter the Number of Kilometres: ";  
cin>>Kilometres;  
AssignFare( );  
}  
void ShowTour( )  
{ cout<<"\nThe Tour Code: "<<TCode;  
cout<<"\nThe Number of Adults:” <<NoofAdults;  
cout<<"\nThe Number of Kids: "<<NoofKids;  
cout<<"\nThe Number of Kilometres: “ <<Kilometres;  
cout<<"\n\nThe Total Fare: "<<TotalFare;  
}  
};  
void main( )  
{ clrscr();  
Tour T;  
T.EnterTour( );  
T.ShowTour( );  
getch();  
}

**OUTSIDE DELHI: 2007:**

**2.b)** Answer the questions (i) and (ii) after going through the following class :

class Science  
{ char Topic[20] ;  
int Weightage ;  
public :Science () //Function 1  
{ strcpy (Topic, “Optics”) ;  
Weightage =30  
cout<<”Topic Activated”;  
}  
~Science() //Function 2  
{ cout<<”Topic Deactivated”; }  
};

**(i)**Name the specific features of class shown by Function 1 and Function 2 in the above example.

2

**Ans:**Member function 1 is a (nonparameterized or default) constructor (,which will be executed automatically at the time of creation of an object of class Science). Member function 2 is a destructor (,which will be executed automatically at the time of destruction of an object of class Science).

**(ii)** How would Function 1 and Function 2 get executed ?

**Ans:** They will be executed automatically. Member function 1 will be executed at the time of creation of an object of class Science.Member function 2 will be executed at the time of destruction of an object of class Science.

**2.c)**Define a class Travel in C++ with the description given below :

**Private Members:**

T\_Code                 of type string  
No\_ of\_ Adults      of type integer  
No \_of \_Children of type integer  
Distance                of type integer  
TotalFare              of type float

**Public Members:**

* A constructor to assign initial values as follows:

TCode A constructor to assign initial values as follows:with the word “NULL”

No \_of\_ Adults as 0  
No\_ of\_Children as 0  
Distance as 0  
TotalFare as 0

* A function AssignFare() which calculates and assigns the value of the data member Totalfare as follows For each Adult

|  |  |
| --- | --- |
| **Fare (Rs)** | For Kilometers |
| **500** | >=1000 |
| **300** | <1000 & >=500 |
| **200** | <500 |

For each Child the above Fare will be 50% of the Fare mentioned in the above table

**For Example:** If Distance is 750, No\_of\_adults =3 and No\_of\_Children =2 .Then TotalFare should be calculated as Num\_of \_Adults \*300+ No\_of\_Children \*150 i.e., 3\*300+ 2 \*150 =1200

* A function EnterTour() to input the values of the data members T\_Code, No\_of\_Adults, No\_of\_Children and Distance ; and invoke the AssignFare() function.
* A function ShowTravel() which displays the content of all the data members for a Travel.

#include<conio.h>  
#include<stdio.h>  
#include<string.h>  
#include<iostream.h>  
class Travel  
{ char T\_Code[21];  
int No\_of\_Adults,No\_of\_Children,Distance;  
float TotalFare;  
public:  
Travel( )  
{ strcpy(T\_Code,"NULL");  
No\_of\_Adults=No\_of\_Children=Distance= TotalFare=0;  
}  
void AssignFare( )  
{ if(Distance>=1000)  
TotalFare=No\_of\_Adults\*500+No\_of\_Children\* 250;  
else if(Distance>=500)  
TotalFare=No\_of\_Adults\*300+No\_of\_Children\* 150;  
else  
TotalFare=No\_of\_Adults\*200+No\_of\_Children\* 100;  
}  
void EnterTravel( )  
{ cout<<"\nEnter the Travel Code: ";  
gets(T\_Code);  
cout<<"\nEnter the Number of Adults: ";  
cin>>No\_of\_Adults;  
cout<<"\nEnter the Number of Children: ";  
cin>>No\_of\_Children;  
cout<<"\nEnter the Distance in Kilometres: ";  
cin>>Distance;  
AssignFare( );  
}  
void ShowTravel( )  
{ cout<<"\nThe Travel Code: “ <<T\_Code;  
cout<<"\nThe Number of Adults: “ <<No\_of\_Adults;  
cout<<"\nThe Number of Children: “ <<No\_of\_Children;  
cout<<"\nThe Distance in Kilometres: "<<Distance;  
cout<<"\n\nThe Total Fare: "<<TotalFare;  
}  
};  
void main( ) {  
clrscr();  
Travel T;  
T.EnterTravel( );  
T.ShowTravel( );  
getch();  
}

4

**DELHI 2006:**

**2.b)**Answer the following questions**(i)**and **(ii)** after going through the following class.

class Interview { int Month;  
public:  
interview(int y) {Month=y;}  
//constructor 1  
interview(Interview&t);  
//constructor 2  
};

2

**(i)** create an object, such that it invokes Constructor .

1

**Ans:**Interview A(10); //invoking constructor 1 by passing a number.

**(ii)** write complete definition for Constructer .

2

**Ans:**Interview(Interview &t) //This is a copy constructor.

{ Month=t.Month;  
}

**OUTSIDE DELHI 2006:**

**1.f)** What is a default constructor? How does it differ from destructor?

2

**a)** Default constructor: A constructor that accepts no parameter is called the default constructor. With a default constructor, objects are created just the same way as variables of other data types are created.

class X  
{ int i ;  
public:  
int j, k ;  
------ //Members  
Functions  
------  
};

**Eg:** X ob1;  
Student s1;

If a class has no explicit constructor defined, the compiler will supply a default constructor. This implicitly declared default constructor is an inline public members of its class. Declaring a constructor with arguments hides the default constructor.There can be a default constructor as well as another constructor with arguments for a class, having multiple constructors is called as constructor overloading.

**2.b)** Answer the following questions (i) and (ii)after going through the following class.

class Exam  
{ int Year;  
public:  
Exam(int y) //Constructor 1  
{ Year=y;  
}  
Exam(Exam &t);  
//Constructor 2  
};

2

**(i)**Create an object, such that it invokes Constructor .

1

**Ans:**Exam E((2008);

**(ii)**Write complete definition for constructor .

2

**Ans:** Exam(Exam &t) //Copy Constructor.

{ Year=t.Year;  
}

**DELHI 2005:**

**2.b)** Answer the following questions (i) and (ii)after going through the following class.

class Test  
{ char Paper[20];  
int Marks  
public:  
Test() //Function 1  
{ strcpy(Paper,”Computer”);  
Marks=0;  
}  
//Function 2  
Test(char P[])  
{ strcpy(Paper,P);  
Marks=0;  
}  
//Function 3  
Test(int M)  
{ strcpy(Paper,”Computer”);  
Marks=M;  
}  
Test(char P[],int M) //Function 4  
{ strcpy(Paper,P);  
Marks=M;  
}  
};

**(i)** Which feature Object Oriented programming is demonstrated using Function 1, Function 2,Function 3 and Function 4 in the above class text?

**Ans:** Function overloading (here it is constructor overloading).

**(ii)**Write statements in C++ that would execute Function 2 and Function 4 of class Text.

**Ans:**

(let char name[20];  
int X=60;  
strcpy(name,”COMPUTERSCIENCE”);  
are declared in the program)  
(i) Test A(name);//Will execute Funciton 2  
(ii) Test B(name,X); //Will execute Function 4

**2.c)** Define a class Travelplan in C++ with the following descriptions:

**Private Members:**

Plancode                         of type long Place of type character array(string)  
Number\_of\_travellers  of type integer  
Number\_of\_buses       of type integer

**Public Members:**

* A constructer to assign initial values of PlanCode as 1001, Place as“agra”,Number\_of\_travellers as 5,Number\_of\_buses as 1
* A function NewPlan() which allows user to enter PlanCode, Place and Number\_of travelers. Also, assign the value of Number\_of\_buses as per the following:

**conditions:**

**Number\_of\_travellers**       less than 20  
**Number\_of\_buses**            1

Equal to or more than 20 and less than    40-2  
Equal to 40 or more than     40 - 3

* A function ShowPlan() to display the  content of all the data members on the screen.

**Ans:**

#include<iostream.h>  
#include<conio.h>  
#include<stdio.h>  
#include<string.h>  
class TravelPlan  
{ long PlanCode;  
char Place[21];  
int Number\_of\_travellers,Number\_of\_buses;  
public:  
TravelPlan( )  
{ PlanCode=1001;  
strcpy(Place,"Agra");  
Number\_of\_travellers=5;  
Number\_of\_buses=1;  
}  
void NewPlan( )  
{ cout<<"\nEnter the Plan Code: ";  
cin>>PlanCode;  
cout<<"\nEnter the Place to Travel: ";  
gets(Place);  
cout<<"\nEnter the Number of Travellers: ";  
cin>>Number\_of\_travellers;  
if(Number\_of\_travellers>=40)  
Number\_of\_buses=3;  
else if(Number\_of\_travellers>=20)  
Number\_of\_buses=2;  
else  
Number\_of\_buses=1;  
}  
void ShowPlan( )  
{ cout<<"\nThe Plan Code: "<<PlanCode;  
cout<<"\nThe Place of Travel: "<<Place;  
cout<<"\nNumber of Travellers: “<<Number\_of\_travellers;  
cout<<"\nNumber of Buses: “ <<Number\_of\_buses;  
}  
};  
void main( )  
{ clrscr( );  
TravelPlan T;  
T.NewPlan( );  
T.ShowPlan( );  
getch();  
}

**OUTSIDE DELHI 2005:**

**1.a)** Differentiate between a default constructer and copy constructer, giving suitable examples of each.

**Ans:** A default constructor also called as nonparameterized constructor will take no argument and initialize the object with the predefined values in that constructor,

Where as a copy constructor willtake an already created object of that class and stores that object values into the newly created object of that class. A copy constructor takes a reference to an object of the same class as an argument.

**2.b)** Answer the following questions (i)and (ii) after going through the following class.

class Exam  
{ int Marks;  
char Subject[20];  
public:  
Exam() //Function 1  
{ strcpy(Subject,”Computer”);  
Marks=0;  
}  
Exam(char S[]) //Function 2  
{ strcpy(Subject,S);  
Marks=0; }  
Exam(int M) //Function 3  
{ strcpy(Subject,”Computer”);  
Marks=M;  
}  
Exam(char S[],int M) //Function4  
{ Strcpy(Subject,P);  
Marks=M;  
}  
};

**(i)** Write statements in C++ that would execute Function 3 and Function 4 of class Exam.

(let char name[20];  
int X=60;  
strcpy(name,”COMPUTERSCIENCE”); are declared in the program)

(i) Exam A(X);//Will execute Funciton 3  
(ii) Exam B(name,X)//Will execute Function 4

**(ii)** Which feature Object Oriented Programming is demonstrated using Function 1, Function 2, Function 3 and Function 4 in the above class text?

**Ans:** Function overloading (here it is constructor overloading).

**2.c)** Define a class Travel in C++ with thefollowing descriptions:

**Private Members:**

Travelcode                      of type long  
Place                               of type character array(string)  
Number\_of\_travellers  of type integer  
Number\_of\_buses       of type integer

**Public Members:**

* A constructer to assign initial values of TravelCode as 201, Place as “Nainital”, Number\_of\_travellers as 10, Number\_of\_buses as 1
* A function NewTravel() which allows user to enter TravelCode, Place and Number\_of travelers. Also, assign the value of Number\_of\_buses as per the following conditions:

**Number\_of\_travellers**less than 20  
**Number\_of\_buses** 1

Equal to or more than 20 and less than 40- 2  
Equal to 40 or more than 40 - 3

* A function ShowTravel() to display the content of all the data members on the screen.

**Ans:**

#include<iostream.h>  
#include<conio.h>  
#include<stdio.h>  
#include<string.h>  
class Travel  
{ long TravelCode;  
char Place[21];  
int No\_of\_travellers,No\_of\_buses;  
public:  
Travel( )  
{ TravelCode=201;  
strcpy(Place,"Nainital");  
No\_of\_travellers=5;  
No\_of\_buses=1;  
}  
void NewTravel( )  
{ cout<<"\nEnter the Travel Code: ";  
cin>>TravelCode;  
cout<<"\nEnter the Place to Travel: ";  
gets(Place);  
cout<<"\nEnter the Number of Travellers: ";  
cin>>No\_of\_travellers;  
if(No\_of\_travellers>=40)  
No\_of\_buses=3;  
else if(No\_of\_travellers>=20)  
No\_of\_buses=2;  
else  
No\_of\_buses=1;  
}  
void ShowTravel( )  
{ cout<<"\nThe Plan Code: "<<TravelCode;  
cout<<"\nThe Place of Travel: "<<Place;  
cout<<"\nNumber of Travellers: “ <<No\_of\_travellers;  
cout<<"\nNumber of Buses: “<<No\_of\_buses;  
}  
};  
void main( )  
{ clrscr( );  
Travel T;  
T.NewTravel( );  
T.ShowTravel( );  
getch();  
}

**DELHI 2004:**

**2.a)**Given the following C++ code, answer thequestions (i)and(ii)

class TestMeOut  
{ public:  
~TestMeOut( ) //Function 1  
{  
cout<<”Leaving the examination hall”<<endl;  
}  
TestMeOut( ) //Function 2  
{  
cout<<”Appearing for examination”<<endl;  
}  
void MyWork( )  
{  
cout<<”Attempting Questions”<<endl;  
}  
};

**(i)** In Object Oriented programming,what is Function 1 referred as and when does it get invoked/called?

**Ans:**Function 1 is called as Destructor, It will automatically executed at the time of destruction of the object of class TestMeOut.

**(ii)**In Object Oriented Programming,what is Function 2 referred as and when does it get invoked/called?

**Ans:** Function 2 is called as constructor(Non-parameterized or default constructor) , it will automatically executed at the time of creation of the object of class TestMeOut.

**DELHI 2003:**

**2.b)** Define a class Play in C++ with thefollowing specifications:

Private members of class**Play**

* Play code      integer
* Playtime        25 character
* Duration        float
* Noofscenes integer

Public member function of class**Play**

* A constructer function to initialize Duration as 45 and Noofscenes as
* Newplay() function to values for Playcode and Playtitle.
* Moreinfor() to assign the values of assign the values of Duration and Noofscenes with the of corresponding values passed as parameters to this function.
* Shoplay() function to display all the dataq members on the screen.

**Ans:**

#include<iostream.h>  
#include<conio.h>  
#include<string.h>  
#include<stdio.h>  
class Play  
{ int Playcode;  
char Playtitle[25];  
float Duration;  
int Noofscenes;  
public:  
Play( )  
{ Duration=45;  
Noofscenes=5;  
}  
void Newplay( )  
{ cout<<"\nEnter the Play Code: ";  
cin>>Playcode;  
cout<<"\nEnter the Play Title: ";  
gets(Playtitle);  
}  
void Moreinfor(float D,int N)  
{ Duration = D;  
Noofscenes = N;  
}  
void Showplay( )  
{ cout<<"\nThe Play Code : “<<Playcode;  
cout<<"\nThe Play Title : “ <<Playtitle;  
cout<<"\nThe Duration :” <<Duration;  
cout<<"\nThe No ofScenes:"<<Noofscenes;  
}  
};  
void main( )  
{ clrscr( );  
Play P;  
P.Newplay( );  
float Dur;  
int NS;  
cout<<"\nEnter the Duration andNumber of Scenes: ";  
cin>>Dur>>NS;  
P.Moreinfor(Dur,NS);  
P.Showplay( );  
getch( );  
}

**DELHI 2002:**

**2.c)**Write the output of the following program.

4

**Ans:**

#include<iostream.h>  
class Counter  
{ private:  
unsigned int count;  
public:  
Counter()  
{ count=0;}  
void inc\_Count()  
{ count++;  
}  
int get\_Count()  
{ return count;  
}  
};  
void main()  
{ Counter C1,C2;  
cout<<"\nC1="<<C1.get\_Count();  
cout<<"\nC2="<<C2.get\_Count();  
C1.inc\_Count();  
C2.inc\_Count();  
C2.inc\_Count();  
cout<<"\nC1="<<C1.get\_Count();  
cout<<"\nC2="<<C2.get\_Count();  
}

![http://www.cbseguess.com/ebooks/xii/computer_science1/images/21.gif](data:image/gif;base64,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)

**DELHI 2000:**

**2.a)** Why is destructor function required in classes? Illustrate with the function with an example.

**Ans:** A destructor is a function which deallocates/frees the memory which was reserved by the constructor.

**Eg:**  
class Sample  
{  
Int i,j;  
Public:  
Sample(int a, int b)  
//Constructor  
{ i=a; j=b; }  
~Sample()  
{ cout<<”Destructor at work\n”; }  
------  
};  
void main( )  
{  
Sample s1(3,4); //Local object s1  
constructed with values 3 // and 4 using Sample ( )  
-----  
------  
----//Automatically s1 is destructed at the end of the block  
//using destructor ~Sample( )  
}

Here in the above example the destructor  
~Sample( ) will be automatically executed at the time of destruction of an object, and which is used to de-allocate the memory, before doing it whatever written in the destructor will be executed.

Ie in the above example whenever an object of the class is being destroyed, “Destructor at work” will be displayed.

**DELHI 1998:**

**2.a)**What is a copy constructor? What do you understand by constructer overloading?

**Ans:**copy constructor is a constructor of the form classname(classname &). The compiler will use the copy constructor whenever you initialize an instance using values of another instance of same type.

**Eg:**

Sample S1;  
//Default constructor used Sample S2 = S1;  
//Copy constructor used. Also //Sample S2(S1);

In the above code, for the second statement,the compiler will copy the instance S1 to S2 member by member. If you have not defined a copy constructor, the compiler automatically, creates it and it is public. A copy constructor takes a reference to an object of the same class an argument.

**Constructor Overloading:**  
With same constructor name, having several definitions that are differentiable by the number or types of their arguments(ie Parameterized, non-parameterized and copy constructors) is known as an overloaded constructor and this process is known as constructor overloading.Constructor overloading implements polymorphism.

**An Example using Constructor Overloading:**

1. Program to find area of a circle using class,constructor functions and destructor.

#include<iostream.h>  
#include<conio.h>  
class Circle  
{ float r,a; //r and a are private  
public:  
Circle() //Non parameterized or Default Constructor  
{ r=0.0; a=0.0; }  
Circle(float rad) //Parameterized Constructor  
{ r = rad;  
a = 3.1415\*r\*r;  
}  
Circle(Circle &obj) //Copy Constructor  
{ r = obj.r;  
a = obj.a;  
}  
~Circle()  
{ cout<<"\nThe object is being  
destroyed...."; }  
void take()  
{ cout<<"Enter the value of Radius: ";  
cin>>r;  
}  
void calculate()  
{ a = 3.1415\*r\*r; }  
void display()  
{ cout<<"\nThe Radius of the Circle = "<<r;  
cout<<"\nThe Area of the Circle = "<<a;  
}  
};void main()  
{ clrscr();  
Circle c1; /\*Default Constructor will be called implicitely.ie c1.r = 0.0 and c1.a = 0.0 \*/  
Circle c2(10.3); //Parameterized  
//Constructor will be called mplicitely Circle c3(c2);  
//Copy Constructor will be called implicitely  
c1.take();  
c1.calculate();  
c1.display();  
c2.display();  
c3.display();  
getch();}

**Constructor:** A member function with thesame name as its class is called Constructor and it is used to initialize the objects of that class type with a legal initial value.

If a class has a constructor, each object of that class will be initialized before any use is made of the object.

**Need for Constructors:** A variable, an array or a structure in C++ can be initialized at the time of their declaration.

**Eg:**

int a=10;  
int a[3]= {5,10,15};  
struct student  
{  
int rno;  
float m1,m2,m3;  
};  
student s1={1,55.0,90.5,80.0};

But this type of initialization does not work for a class because the class members have their associated access specifiers. They might not be available to the outside world(outside their class). A Constructor is used to initialize the objects of the class being created(automatically called by the compiler).

**Difference between a constructor and an ordinary member function:**

**Constructor:**

**Name:** Name of the Class.  
  
**Purpose:** Initialize the object when it is being created.

**Call Return type:** Implicit Should not keep .

**Member** **Function:**

**Name:**Any Valid Identifier.

**Purpose:** For any general purpose.

**Call Return type:** Explicit Must be there at least void.

**Declaration and Definition:** A constructor is a member function of a class with the same name as that of its class name. A constructor is defined like other member functions of a class. It can be defined either inside the class definition or outside the class definition.

**Eg:**

class X  
{ int i;  
public:  
int j,k;  
X ( ) //Constructor  
{  
i = j = k = 0;  
}  
------  
//Other members  
------  
};

This simple constructor (X::X ( ) ) is as an inline member function. Constructors can be written as outline functions also as it is shown below:

class X  
{  
int i ;  
public:  
int j, k ;  
X ( ); //Only  
constructor declaration. ------ //Other members  
------  
};  
X :: X ( ) //Constructor defined outside  
{  
i = j = k = 0;  
}

Generally constructor will be defined under public section, which can be available to non members also. But it can also be defined under private or protected. A private or protected constructor is not available to the non-member functions. Ie With a private or protected constructor, you cannot create an object of the same class in a non-member function.

**There are three types of constructors**

**a) Non-parameterized or Default Constructor  
b) Parameterized Constructor  
c) Copy Constructors**

**a) Default constructor:** A constructor that accepts no parameter is called the default constructor. With a default constructor, objects are created just the same way as variables of other data types are created.

class X  
{  
int i ;  
public:  
int j, k ;  
------  
//Members Functions  
------  
};

**Eg:**X ob1;  
Student s1;

If a class has no explicit constructor defined,the compiler will supply a default constructor. This implicitly declared default constructor is an inline public members of its class. Declaring a constructor with arguments hides the default constructor.There can be a default constructor as well as another constructor with arguments for a class, having multiple constructors is called as constructor overloading. A constructor can also have default arguments. A constructor with default arguments is equivalent to a default constructor.

**Eg:**

class Rectangle  
{  
float l,b,a;  
public:  
Rectangle ( float len = 5.0, float bre = 5.0)  
//Constructor with Default arguments  
{  
l = len;  
b = bre;  
}  
-----  
-----  
};  
void main( )  
{  
Rectangle first(7.0,9.5);  
Rectangle second;  
//Takes default argument values. Equivalent to second(5.0,5.0)  
----  
----  
}

The default constructors are very useful when you want to create objectswithout having to type the initial objects every time with pre specified initial values or if you want to create array of objects of your class type. You can’t create an array of objects unless your class has a default constructor (implicitly or explicitly defined).

**b) Parameterized Constructor:** A constructor that take arguments, iscalled as parameterized constructor. The parameterized constructor allow us toinitialize the various data elements of different objects with different values when they are created. This is achieved by passing different values as arguments to the constructor function when the objects are created.

**Eg:**

class Rectangle  
{ float l,b,a;  
public:  
Rectangle ( float len , float bre )  
//Parameterized Constructor.  
{ l = len;  
b = bre;  
}  
-----  
-----  
};  
void main( )  
{  
Rectangle first(7.0,9.5);  
----  
----  
}

With a parameterized constructor, the initial values must be passed at the time of object created. This can be done in two manners:

**(i)**By calling the constructor implicitly(implicit call) Eg: Rectangle first(8.5,3.9);  
**(ii)** By calling the construct or explicitly(Explicit call)

**Eg:** Rectangle first = Rectangle (8.5,3.9);

**Temporary Instances:** A temporary instance lives in the memory as long it is being used or referenced in an expression and after this it dies. A temporary instance will not have any name. The explicit call to a constructor also allows you to create a temporary instance or temporary object. The temporary instances are deleted when they are no longer referenced.

**Eg:**

class Sample  
{  
int i,j;  
public:  
sample (int a, int b)  
{  
i=a;  
j=b;  
}  
void print ( )  
{  
cout<<i<<j<<”\n”;  
}  
----  
----  
};  
void test ( )  
{  
Sample S1(2,5);  
//An object S1 created  
S1.print ( );  
//Data values of S1 printed  
Sample (4,9).print ( );  
//Data values of a temporary  
//sample instance printed  
}

The primitive (fundamental) types also have their own constructors. When no values are provided, they use their default constructors but when you provide initial values, the newly created instance is initialized with the provided value.

**Eg:**

int a,b,c;  
//Default constructor used  
int i(3), j(4), k(5); //i,j,k initialized

**c) Copy Constructor:** A copy constructor is a constructor of the form classname(classname &). The compiler will use the copy constructor whenever you initialize an instance using values of another instance of same type.

**Eg:**  
Sample S1; //Default constructor used Sample S2=S1; //Copy constructor used. Also Sample S2(S1); In the above code, for the second statement, the compiler will copy the instance S1 to S2 member by member. If you have not defined a copy constructor, the compiler automatically, creates it and it is public. A copy constructor takes a reference to an object of the same class an argument.

**Eg:**

class Sample  
{  
int i,j;  
public:  
Sample (int a, int b) //Constructor  
{  
i = a;  
j = b;  
}  
Sample (Sample &s) //Copy Constructor  
{  
i=s.i;  
j=s.j;  
cout<<”Copy constructor  
Working\n”;  
}  
void print( )  
{  
cout<<i<<”\t”<<j<<”\n”;  
}  
-----  
-----  
};  
void main( )  
{  
Sample S1(4,9);  
//S1 initialized first constructor used  
Sample S2(S1);  
//S1 copied to S2. Copy constructor called.  
Sample S3=S1;  
//S1 coped to S3. Copy constructor called again.  
-----  
-----  
}

**Why the argument to a copy constructor is passed by reference:** If we try to pass the argument by value to a copy constructor (ie, for a class X, if we use an X(X) constructor in place of X(X&), the compiler complaints out of memory. The reason is, when an argument is passed by value, a copy of it is constructed. To create a copy of the object, the copy constructor works. But the copy constructor is creating a copy of the object for itself, thus it calls itself. Again the called copy constructor requires another copy so again it is called.

In fact it calls itself again until the compiler runs out of memory. So, in the copy constructor, the argument must be passed by reference, so that to make a copy of the passed object, original object is directly available.

**Dynamic initialization of objects:**The dynamic initialization means that the initial values may be provided during runtime. The benefit of dynamic initialization is that itprovides the flexibility of assigning initial values at run time.

**Initialization of Const & Reference Members:** If your class contains a constant and a reference as member field, then you need to specify that through Member-Initialization List. A constructor can initialize the constituent data members of its class through a mem-initialization list that appears in the function header of the constructor.

**Eg:**

class Test  
{  
int a ;  
char b;  
public:  
Test(int i,char j):a(i), b(j);//a(i) initializes member a with  
//value i, b(j)….b  
with j.  
{  
….  
}  
}

You can even have a combination of meminitialization list and initialization within constructor body.

**Eg:**

class Test  
{  
……  
public:  
Test(int i, char j):a(i)  
{  
b=j;  
}  
…..  
};

And if your class contains a const members must be initialized through meminitialization list as these cannot be initialized within constructor body.

**Eg:**

struct Sname  
{  
char fname[25];  
char lname[25];  
} S1;  
class Test  
{  
int a,b;  
const int max; //const member Sname &name; //reference member  
public:  
Test ( ):max(300),name(S1)  
{  
a=0;  
b=10;  
}  
------  
};

**Mem-initialization lists are especially used in the following four cases:**

(i) initialization of const members.  
(ii) initialization of reference members.  
(iii) Invoking base class constructor.  
(iv) Initialization of member objects

**Constructor Overloading:** The constructor of a class may also be overloaded so that even with different number and types of initial values, an object may still be initialized.

**Default Arguments Versus Overloading:** Using default arguments gives the appearance of overloading, because the function may be called with an optional number of arguments.

**Eg:**Prototype

float amount (float principal, int time=2, float rate=0.08);  
Can be called as Amount(2000.0,4,0.10);  
Amount(3520.5,3);  
Amount(5500.0);

**Special Chracteristics of Constructors:**

1. Constructor functions are invoked automatically when the objects are created.
2. If a class has a constructor, each object of that class will be initialized before any use is made of the object.
3. Constructor functions obey the usual access rules. Ie private and protected constructors are available only for member and friend functions, however, public constructors are available for all the functions. Only the functions that have access to the constructor of a class, can create an object of the class.
4. No return type (not even void) can be specified for a constructor.
5. They cannot be inherited, though a derived class can call the base class constructor.
6. A constructor may not be static.
7. Default constructors and copy constructors are generated(by the compiler) where needed. Generated constructors are public.
8. Like other c++ functions, constructors can also have default arguments.
9. It is not possible to take the address of a constructor.
10. An object of a class with a constructor cannot be a member of a union.
11. Member functions may be called from within a constructor.
12. A constructor can be used explicitly to create new objects of its class type, using the syntax class-name(expression-list)

**Eg:**Sample obj1=Sample(13,22.42);

**Destructor:**A destructor is used to destroy the objects that have been created by a constructor. A destructor destroys the values of the object being destroyed. A destructor is also a member function whose name is the same as the class name but is preceded by tilde(~). A destructor takes no arguments, and no return types can be specified for it (not even void). It is automatically called by the compiler when an object is destroyed. A local object, local to a block, is destroyed when the block gets over; a global or static object is destroyed when the program terminates. A destructor cleans up the storage (memory area of the object) that is no longer accessible.

**Eg:**

class Sample  
{ int i,j;  
Public:  
Sample(int a, int b) //Constructor  
{ i=a; j=b; }  
~Sample()  
{ cout<<”Destructor at work\n”; }  
------  
------  
};  
void main( )  
{  
Sample s1(3,4); //Local object s1 constructed with values 3  
// & 4 using Sample ( )  
-----  
----/\*Automatically s1 is destructed at the end of the block using destructor ~Sample( )\*/  
}

**Need for Destructors:** During construction of any object by the constructor, resources may be allocated for use. (for example, a constructor may7 have opened a file and a memory area may be allotted to it). These allocated resources must be de allocated before the object is destroyed.A destructor performs these types of tasks.

**Some Characteristics of Destructors:**

1. Destructor functions are invoked automatically when the objects are destroyed.
2. If a class has a destructor, each object of that class will be deinitialized before the object goes out of scope.(Local objects at the end of the block defining them and global and static objects at the end of the program).
3. Destructor functions also, obey the usual access rules as other member functions do.
4. No argument can be provided to a destructor, neither does it return any value.
5. They cannot be inherited.
6. A destructor may not be static.
7. It is not possible to take the address of a destructor.
8. Member functions may be called from within a destructor.
9. An object of a class with a destructor cannot be a member of a union.

**CONSTRUCTORS AND DESTRUCTORS(PROGRAMS)**

1. Program to find area of a circle using class, constructor functions and destructor.

#include<iostream.h>   
#include<conio.h>  
class Circle  
{  
float r,a; //r and a are private  
public:  
Circle()  
//Non parameterized or Default Constructor  
{  
r=0.0;  
a=0.0;  
}  
Circle(float rad)  
//Parameterized Constructor  
{  
r = rad;  
a = 3.1415\*r\*r;  
}  
Circle(Circle &obj) //Copy Constructor  
{  
r = obj.r;  
a = obj.a;  
}  
~Circle()  
{  
cout<<"\nThe object is being destroyed....";  
}  
void take()  
{  
cout<<"Enter the value of Radius: ";  
cin>>r;  
}  
void calculate()  
{  
a = 3.1415\*r\*r;  
}  
void display()  
{  
cout<<"\nThe Radius of the Circle = "<<r;  
cout<<"\nThe Area of the Circle = "<<a;  
}  
};  
void main()  
{ clrscr();  
Circle c1; /\*Default Constructor will be called implicitly. ie c1.r = 0.0 and c1.a = 0.0 \*/  
Circle c2(10.3);  
//Parameterized Constructor will be called implicitly  
Circle c3(c2);  
//Copy Constructor will be called implicitly  
c1.take();  
c1.calculate();  
c1.display();  
c2.display();  
c3.display();  
getch();  
}

1. Program to process student data using class concept, constructors and destructor.

#include<iostream.h>  
#include<conio.h>  
class Student  
{  
float m1,m2,m3,total,avg;  
public:  
Student()  
{  
m1=0.0;  
m2=0.0;  
m2=0.0;  
total=0.0;  
avg=0.0;  
}  
Student(float x,float y,float z)  
{  
m1=x;  
m2=y;  
m3=z;  
total=m1+m2+m3;  
avg=total/3;  
}  
Student(Student &Test)  
{  
m1=Test.m1;  
m2=Test.m2;  
m3=Test.m3;  
total=Test.total;  
avg=Test.avg;  
}   
~Student()  
{  
cout<<"The Object is being Destroyed....";  
}  
void readProcess()  
{  
cout<<"\nEnter the 3 Subject marks of a student: ";  
cin>>m1>>m2>>m3;  
total=m1+m2+m3;  
avg=total/3;  
}  
void display()  
{  
cout<<"\nTotal Marks = "<<total;  
cout<<"\nAverage Marks = "<<avg;  
}  
};  
void main()  
{  
clrscr();  
Student S1;  
Student S2(50.5,90.0,75.5);  
Student S3=S2;  
S1.readProcess();  
S1.display();  
S2.readProcess();  
S2.display();  
S3.display(); getch();  
}